# Functions in python

Function syntax has already been introduced in the previous chapters, we have already worked with some of functions from python’s standard library like print(), list(), tuple(), len(), id() and some other functions. The python library has several functions that can be used for common programming tasks.

Functions in mathematics are of the form f(x) = y. Here function ‘f’ when given the input ‘x’ performs operations on ‘x’ and gives ‘y’ as the output. An example of function a definition in mathematics is

f(x) = 3x + 4

From this function definition we can compute the values of f(x) for the different values of ‘x’ as below.

f(3) = 13

f(5) = 19

f(0) = 4

Functions in python is a block of code that is given a name( like the name of above function is ‘f’). This block of code can be called any where in the program, when called control is shifted to the body of the called function. The above function ‘f’ can be written in python as follows.
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One example of a function in pythons standard library is the square root function, this function is named sqrt. The square root functions takes numeric as parameter and returns a float value, like square root of “25” is ‘5’.

Functions should be thought of as tools that perform a certain operation, so it’s important to know “what a function does” than “how it does it”. Thinking of functions this way allows the programmer to see functions as a black box that performs the desired operation. In the case of the square root function it allows the programmer to focus on the task at hand rather than focusing on the algorithm to calculate the square root of a number, like for example to make a program that return the square root of a number provided by the user, the sqrt() function can be used to avoid the complex logic of computing the square root of a number. The code example below returns the square root of a number provided by the user by using the sqrt() function instead of implementing the logic for square root calculation.
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|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | from math import sqrt  # ask user for input  num = eval(input("Enter number: "))  # Compute the square root with sqrt()  # sqrt() is responsible for square root calculation,  # allowing the programmer to focus on whats important  root = sqrt(num);  # print the result  print("Square root of", num, "=", root) |

Output for the above program is below.
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Here sqrt(num) is function invocation or a function call(a call to the sqrt() function). A function provides a service to it’s the the caller(invoker of the service). The above code that we have to compute square root of a number is the “calling code” or the “client code” to the sqrt() function which acts like a service that can be invoked

root = sqrt(num)

The above statement invokes sqrt() passing it the value of num. The expression sqrt(num) the square root of the value of the variable “num”.

Unlike the small collection of functions(like type, str, int, range, id) that are always available in python programs, the sqrt() function is available in the “math” module and can not be used unless the math module is imported, hence the purpose of the “import” statement(the first line of code)

from math import sqrt

The above code imports the sqrt() function from the “math” module. A module is a collection of code that can be imported and used in other python programs. The “math” module is very rich in the functions it provides to perform math operations, it provides functions for trigonometric, logarithmic and several other math operations.

A function has a name followed by a set of parentheses which contain the information that the function needs to perform it’s task.

Sqrt( num ) # sqrt needs a parameter to return the square root of

num is the value that the sqrt() function operates on. The values that are passed to a function are called the parameters or arguments of the function. Functions after they perform the computations it was defined to perform can return a value back to the caller(client invoking it) like in the case of the sqrt() function which returns the square root of the parameter passed as a float type to its invoker. This value that is returned to the client can be used by the client just like any other value.
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The print() function above can use the value returned by the sqrt() function.

![](data:image/png;base64,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)

Like in the above assignment statement, the value returned by a function can be assigned to a name. When the client code attempts to pass an argument to the function it’s invoking that has a type that is different then what is expected by the function, then the interpreter raises an error.
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A function can be called any number of times anywhere in the program. Remember to he the client of a function, the function is like a labeled black box, the knows client knows what the function bing called does and is not concerned with how the task is performed. All functions can be treated like black boxes. A service that a function provides can be used without being concerned of the internal details.

The only way a behaviour of a function can be altered is through the functions parameters(the arguments that are passed to a function can be different). When immutable types(int, float, string, tuple) are passed as arguments to a function, a copy of the objects are passed instead of a reference to the original objects, therefore immutable objects when passed to a function as an argument can not be changed by the called function. In the case that the arguments passed are mutable objects a reference to those objects are passed instead of a new copy of those objects, therefore mutable objects when passed to a function as an argument can be changed by the invoked function.

As we already seen before functions can take more than one parameter like the range() function that can take one, two or three parameters.

From the view of the client/caller, a function has three parts. Lets discuss eac of them in brief.

**Name**

A function’s name is the handle that is used to identify the code to be executed when it is invoked. The same rules that apply to variable names apply to function names. Function names, like variable names are also identifiers.

**Parameters**

Functions are called with zero or more parameters. The types of each argument passed in the invocation of a function must be the same as the types of parameters in the function definition. If more are or less parameters are passed than what is expected the interpreter raises an error. Some examples of this these two kinds of errors are illustrated in the shell execution below.
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**Return type**

A function always returns a value to it’s caller. The client code should be compatible with the type of the object returned by called function. The return type and the parameter types are not related. Even in the case that the function does not specifically return any value, a special “none” value is return to the client.

There are functions that take no parameter like the random() function. The random() function returns a random floating point value and it belongs to the “random” module. Again if the arguments passed does not match with the number of parameters and the type of each parameter in the function definition then an error is raised by the interpreter. You can see in the below code that if a parameter is passed to the random() function an error is raised.
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One of the ways that functions can be categorized is as,

* **Functions without side effects:** These types of functions just perform the required task and return the result to the client caller and that is all it does, it makes no other changes like printing to the display, changing the variables of the caller, etc. This type of functions always return a result(not none) to the invoking client
* **Functions with side effects:** These types of variables perform the required task which may also require to change it’s environment like printing to the display or changing the value of the caller, etc. This type of functions may sometimes return a special value “none” to the invoking client.

## Standard mathematical functions

The “math” module provides almost all of the functionality of a scientific a scientific calculator. Some of he function of the “math” module a re listed below.

|  |  |
| --- | --- |
| **Function** | **description** |
| sqrt | Computes the square root of a number. |
| exp | Computes e raised a power |
| log | Computes the natural logarithm of a number. |
| log10 | Computes the common logarithm of a number. |
| cos | Computes the cosine of a value specified in radians: cos(x) = cos x; other trigonometric functions include sine, tangent, arc cosine, arc sine, arc tangent, hyperbolic cosine, hyperbolic sine, and hyperbolic tangent |
| pow | Raises one number to a power of another. |
| degrees | Converts a value in radians to degrees. |
| radians | Converts a value in degrees to radians. |
| fabs | Computes the absolute value of a number. |

The parameters passed to the function by the calling client code is called the actual parameters(arguments) and the parameters that are specified in the function definition are the formal parameters. When a function is invoked the first actual parameter is assigned to the first formal parameter, then the second actual parameter is assigned to the second formal parameter, so the assignment of actual parameters to formal parameters happens from left to right. The order of passing the assignment matters, for example calling the pow() function as pow(10,2) returns 100 but calling it as pow(2, 10) returns 1024.

Lets try to solve a trigonometry problem with the functions provided by the math module. The problem is as follows.

Suppose that there is a spacecraft at some distance from a plane. A satellite orbits this planet, the problem is to find how much farther a way the satellite would be away from the spacecraft if the the satellite moves 10 degrees along it’s orbital path. The spacecraft is on the plane of the satellites orbit.
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Let the center of the planet be the origin(0, 0) of the coordinate system, this is also the center of the satellites orbit. In this problem the spacecraft is located at the point (px, py), the satellite is initially at point (x1, y1) then moves to point (x2 , y2). Here the the points (x1, y1) and (px, py) are given and the problem is to find the the difference between d1 and d2. This problem can be solved in two steps as follows.

**Step 1**

Calculate the point (x1, y1). For any given point (x1, y1) a rotation of theta degrees gives a new point (x2, y2), where
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**Step 2**

The distance d1 between the two points (px, py) and (x1, y1) is given by,
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The same way, distance d2 between the two points (px, py) and (x2, y2) is given by,
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The python program below solves the orbital distance problem for the spacecraft at location (100, 0) and user provided starting location for the satellite. You can see that the standard math problem was used in the program to com at the solution.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | #====================================================================  # Python program for the orbital distance problem  #====================================================================  from math import sqrt, cos, sin, pi  # The orbiting point is (x,y)  # A fixed point is always (100, 0),  # (p\_x, p\_y). Change them as necessary.  p\_x = 100  p\_y = 0  # number of radians in 10 degrees  radians = 10 \* pi/180  # The cosine and sine of 10 degrees  cos10 = cos(radians)  sin10 = sin(radians)  # ask the satellites starting point from the user  x1, y1 = eval(input("Enter the satellites initial coordinates (x1,y1):"))  # calculate the initial distance d1  d1 = sqrt((p\_x - x1)\*\*2 + (p\_y - y1)\*\*2)  # calculate the new location (x2, y2) of the satellite after movement  x2 = x1\*cos10 - y1\*sin10  y2 = x1\*sin10 + y1\*cos10  # Compute the new distance d2  d2 = sqrt((p\_x - x2)\*\*2 + (p\_y - y2)\*\*2)  # Print the difference in the distances  print("Difference in the distances: %.5f" % (d2 - d1)) |

The output when the above program is executed for the starting location (10, 10) is,
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## Time functions

Pythons “time” module provides a lot of functions that involve time. In this section we will take a look at two of the functions that are provided by this module the clock() and sleep() functions.

The clock function allows measuring time in seconds and it can be used anywhere in a program allowing the measure of time at any part of a program. The clock function works differently based on the operating system that it is being executed on. On unix like operating systems like linux and mac OS, the clock() function returns the number number of seconds elapsed from the start of the programs execution. On Microsoft windows the clock() function returns the number of seconds elapsed from the previous call to the clock() function. The return the number of seconds elapsed as a floating point number. The difference between the returned values of two clock function calls can be used to find the time period between the two calls.

The below program returns the amount of time it took the user to respond.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | #====================================================================  # This program prints the time it took the user to respond in seconds  #====================================================================  from time import clock # import the clock method  print("User respond! : ")  startTime = clock()  input()  endTime = clock()  print("It took you %f seconds to respond " % (endTime - startTime)) |

An output a very slow user might get is,
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Here is a another program that displays the amount of time it took to add the first ten million natural numbers.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | #====================================================================  # Time taken to add the first million natural numbers  #====================================================================  from time import clock # import the clock method  sum = 0 # initialize sum as 0  print("started adding")  startTime = clock()  for i in range(10000000):  sum += i  endTime = clock()  print("It took %f seconds " % (endTime - startTime)) |

The output of this program is given below.
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The sleep function can be used to suspend a program for a period of time in seconds. The number of seconds to suspend the program for is passed as an argument to the sleep function. The below program counts down to zero from three with one second intervals.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | #=====================================================================  # Three second count down timer!  #=====================================================================  from time import sleep # Import the sleep method  timer = int(3) # Initialize the timer to a predefined value  print("Count down starts... %i" %timer)  while timer > 0:  sleep(1)  timer -= 1  print(timer)    sleep(1) |

The proves to be very useful when in comes to controlling the speed in graphical animations. This program when ran produces the following output.
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## Random functions

The package random provides some functions that deal with randomness. Applications that require the behaviour of randomness need these kind of functions. Almost all random number generating algorithms produce “pseudo random” numbers which means they are not truly random. pseudo random number generators when repeated long enough produce results that start repeating the exact same sequence of numbers. This not a serious problem as the length of this sequence is long enough to be considered safe for almost all practical applications.

Pythons “random” module consists of a number of functions that enable the use of pseudo random numbers in programs. Few of the commonly used functions of this module are described below.

|  |  |
| --- | --- |
| **Function** | **Description** |
| random() | Returns a pseudo random floating-point number x in the range 0 <= x < 1 |
| randrange() | Returns a pseudo random integer value within a specified range. |
| seed() | Sets the random number seed. |

The seed() sets the value from which the sequence of the pseudo random numbers are generated. Every time the functions random() and randrange() are called they return the next value in the sequence of pseudo random values. The program below, prints ten random numbers in the range of one to ten.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | from random import randrange, seed  seed(10)  for i in range(10):  print(i+1,")",randrange(1, 10)) |

This program produces the output shown below.
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The function seed() sets the “seed number” that is used to generate the pseudo random number sequence and as there is a dependency if the seed value is changed then then sequence of pseudo random random numbers will also change. This dependency is in one way a problem because if the above program is run again it produces the exact same sequence of random numbers. This is illustrated in the example program shown below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  1819  20 | from random import randrange, seed  seed(10) # The seed is 10  for i in range(3):  print(i + 1, ")", randrange(1, 10))  print("----------")  seed(14) # Change the seed to something else  for i in range(3):  print(i + 1, ")", randrange(1, 10))  print("----------")  seed(3)  for i in range(3):  print(i + 1, ")", randrange(1, 10))  print("----------") |

From this program you can see that the same sequence of pseudo random numbers are generated for the same value of the seed. Having constant value of the seed isn’t a safe way to generate random numbers, but it can be useful while testing a program. When the value of the seed is not specifically mentioned, then the system time determines the seed. This allows the pseudo random numbers generated to have a more random behaviour. The out put of the above program are shown below.
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Now lets write a program that simulates the rolling of a six sided die. A die has six sides labeled one to six with one of the sides that can land on top when the die is rolled. We want to user to provide information on the number of dice to be thrown. The random number generated should lie between zero and six, so the randrange(1, 6) will be used for this, and it will be called for each die thrown.Lastly this entire setup should be placed in a loop that continue indefinitely until the user provides the number zero as input.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | from random import randrange  # skipping the seed setup  sides = 7  while 1:  diceCount = int(input("Enter the number of dice to throw :"))  for i in range(diceCount):  dieValue = randrange(1,sides)  print("%i " % (dieValue), end = " " ) |

An output for the above program is given below.
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## Why write your own functions

All the programs that we have seen till now where very small and come no where near the size of practical applications. When the programs size increase the complexity of the program increases as well and it starts to get difficult to manage this complexity. Programs like the ones we have gone through are “monolithic code”, the program execution flows from start to finish, the these types of programs are like one big block of code,when the size of a monolithic program grows it’s complexity starts to get out of hand. The solution to this is to divide the code into several almost independent smaller pieces with very specific roles. This division of a programs complexity into smaller pieces can be done using functions. A program can be made up of multiple functions, each one having the task of addressing a part of the problem and when used together solves the problem as a whole.

One big and complex monolithic code is avoided for several reasons.

* **Difficulty writing correctly:** When writing any statement, the details of the entire code must be considered. This becomes unmanageable for programmers beyond a certain point of complexity.
* **Difficulty debugging:** The larger a code block is, the harder it is to find the source of an error or an exception in that block of code. The effect of an erroneous statement might not be know until later in the program a correct statement uses the result of the erroneous statement.
* **Difficulty in modification:** Before a code sequence can be modified to achieve a different result, this code sequence needs to be understood, which becomes a very heavy task as the size of code sequence increases.

Our code can be made more manageable by dividing our code into parts and rewriting these parts of our code as functions, calling them in the program when and as needed. Using this divide and conquer strategy, a complicated code block can now be be broken down into simpler code blocks each being handled by a function. The programmer can now accomplish the same original task by delegating tasks to functions, this way a results in more manageable code blocks that are easy to read, write, debug and modify. Besides these advantages of structuring the code, functions provide several other advantages like reusing same code block for the same kind of task(reusability). Functions that provides similar functionality can be bundled together into reusable parts.

Although it’s time saving to use library functions, it is sometimes necessary to write our own functions for custom behaviour. Fortunately python allows programmers to create their own custom functions and use them.

If the purpose of the custom functions are general enough and written in a proper manner then this function can even be used in other programs. In the following sections we’ll take the first steps in writing functions in python.

## Functions basics

Every python function has

1. **Function definition:** A functions definition describes every detail about that function including how many parameters and what type of parameters it takes, what the function does and also what the function returns.
2. **Function invocation(call):** After a function is defined, it can be called from anywhere in the program by passing the appropriate parameters to the function. A function can have only one definition but it can be invoked any number of times.

A function definition has three parts, they are listed below.

* **Name:** The name of a function is what is used to identify the block of code that this function contains. Function names are also identifiers, so they follow all the rules of python identifiers. One of the best ways to name a function is to give it the name of the task it is designed to do.
* **Parameters:** The parameters that the function accepts from callers is specified in the function definition. They appear with a set of parentheses( ( ) ) in a comma( , ) separated list. The list of parameters can be left empty if the functions definition does not specify parameters to passed, these types of function do not require information from the caller to perform the task it was designed to carry out.
* **Body:** The block of indented statements that follow after the functions header is the functions body. This is what gets executed when the function call is made. If the function is required to produce a result and return it to the client, the return statement can be used to return the result back to the caller.

The syntax of a function definition is given below.

def <function\_name>(<parameter list>):

"""<docstring>"""

<statement(s)>

The above function definition syntax has the following the components.

* def is the keyword that signifies the start of the header of a function
* <function\_name> is the unique name that identifies the the body of the function
* <parameter list> is used to pass arguments to the function. They are optional.
* “:” signifies the end of the function header
* <”””docstring”””> is the documentation string that can be used to describe the purpose and functionality of the function
* <statement(s)> are the valid python statements that make up the body of the function. All the statements in the function body have the same indentation usually four spaces(“ ”) area used.
* A return statement is optional and it is used to return the result back to the caller f any

The example code below illustrates a simple function definition and calling this defined function.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | def greet(name):  """This function prints a hello and doesn't return anything"""  print("Hello " + name)  greet("khalid") |

In the above code example a function “greet” is defined that takes a single string(name) as a parameter and prints a specified string onto the prompt. Then the defined function is immediately called after it’s definition, this executes the body of the greet function with the passed arguments.

### Docstring

The first line after the function header optionally has a string called the “docstring” that is sort for “document string”. The “docstring” is used for explaining what the function does.

If you have already programmed in other languages you would be aware how programmers tend to forget what their code does, so it’s always a best practice to document your code. Even if you may not use the documentation to refresh your memory on what the function does, it can help others who will be working with your code.

The docstring of a function can be accessed with “.\_\_doc\_\_” after a function name. So if the following code is entered into the python shell it returns,
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### The return statement

The return statement for functions is like how the break statement is for loops in a way that they both takes the control out of the block they were encountered at. The return statement exits the function, passes the control back to the place it was called from the calling code additionally the return statement contains followed by an expression list that is evaluated and returned back to the caller.

The syntax of the return statement is given below.

return <expression\_list>

Here the expression in the return statement is evaluated and returned back to the client. In the case that there is no expression provided or the return statement itself is skipped then a special object none is returned back to the calling client.

For example try the following code in the python shell. Print the value that is return by the greet function.
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In the above call to print, which is passed a call to the greet function as the parameter. First the greet method is called which prints to the prompt then the greet method returns a “none” object back to the print function, the print function then prints the “none” object

Lets take a look at an example that illustrates the return statement. The program below defines and uses a function that returns the absolute value of an number that’s passed to it. You can see how the return evaluates the expression given to it and returns the result as well as the control back to the caller. Remember that an expression is any combination of values, variables, operators, function calls. Expressions always return an object. If there is no return statement in a function the execution of the function ends when the last statement of the functions code block has been executed and the “none” object as well as the control is returned back to the caller.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  1516 | #==============================================================  # Evaluate absolute value of a number  #==============================================================  def absolute\_value(num):  """This function returns the absolute  value of the number passed as an argument"""  if num >= 0:  return num  else:  return (-num)  userInput = eval(input("Enter a number: ")) # evaluate users input  print("It's absolute value is " + str(absolute\_value(userInput))) |

The output for the above program for the value “-56” is shown below.
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### Flow of control at function call and return

The below figure illustrates the control flow when a function call is made and when the the execution of the functions code block completes.

![](data:image/png;base64,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)

When a function call is made the control shifts to the body of the called function, the only two ways that control can exit from a function is by the return statement or by executing the last statement in the body of the function.

### The scope and lifetime of variables

Scope of a variable in a program is the part of the program that can recognize and use the object referred to by that variable. Parameters of a function are considered to be local to that function(local variables) and so they are in the scope of that functions code block but outside the scope of the rest of the program. A functions local variables can’t be used by the parts of the program outside that functions code block hence they have local scope.

Lifetime of a variable is the period through which the variable exists in the memory. The lifetime of variables inside functions(i.e local variables) is as long as the function executes. After the function completes it’s execution all it’s variables are deleted and their associated objects are garbage collected, and because of this functions don’t have any memory between two function calls, they don’t know what the value of local variable was in the previous call.

The below example code illustrates the scope of a variable inside a function

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | #==========================================================================  # This program illustrates the scope of a variable inside a function  #==========================================================================  def printLocalx():  x = 10 # Local variable, scope lines 2 - 4  print("This is printLocalx() function's value of x: ", x)  print("This is printLocalx() function's value of y: ", y)  # Local variable x is deleted once the control flow reaches this point  x = 20 # Global variable, scope lines 1 - 8  y = 40 # Global variable, scope lines 1 - 8  printLocalx()  print("Value outside the function:", x) |

The above program produces the below output when executed. Observe that even though the the global variable x is in the scope of printLocalx() function, the function prefers the value of it’s local variable when there is a match.
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Even though function printLocalx() changes the value of the the variable x, it does not affect the global variable x. This is because variable x inside the printLocalx() function is different from the one outside of it, so remember that they are two different variables with different scopes.

In Python the global keyword allows modification variables that are outside the current scope. The can be used to create global variables and modify it in the local context.

**Things to remember when using the global keyword.**

1. A variable is by default a local to a function when it is declared inside the function
2. A variable is by default a global variable when its declared outside a function. It makes no difference using the global keyword on variables defined outside functions.
3. The global keyword can be used inside functions to read and write global variables inside functions.

Lets take a look at some examples that illustrate the use and working of the global keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | x = 20 # x is a global variable  def printx():  print(x) # Since there is no local variable x, the global variable x  # can be accessed  printx() |

This example code produces the below output.
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Here, notice that as the function printx() doesn’t have a local variable ‘x’, it can read the value of the global variable ‘x’, but the interpreter raises an error when we try to write to the same variable.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | x = 20 # x is a global variable  def printx():  x = x + 4 # Try using the value of a global variable.  # Local variable x is referenced before  # it's assignment  print(x)  printx() |

When the above program is ran it raises the error below,because the value of a global variable is being modified in the function.without using the global keyword it is only possible to read the value of a global variable inside a function
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The global keyword can be used to overcome this kind of a problem where the modifications to global variables from within a function is required. The example below shows how a global keyword can be used to modify a global variable from within a function. To modify a global variable from inside a function this variable has to first to be declared as global inside the function it needs to be used in. This is illustrated in the example below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | x = 20 # x is a global variable  def printx():  global x # Now the global variable x can be modified  x = x + 4 # Try using the value of the global variable.  # you'll see there is no error raised this time  print("This is the value of x inside function printx(): %i" %x)  printx()  print("This is the value of x outside function printx(): %i" %x) |

The output of the above program is given below. notice that the value of the variable ‘x’ is the same inside and outside the printx() function. This is because variable ‘x’ inside the printx() function now refers to the same object as the variable ‘x’ outside this function.
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More on the global and local scopes will be discussed in the following sections.

### Arguments

Functions may take any number of parameters(No upper or lower bound) to perform the task that it was designed for. Before calling a user defined function, this function must be defined and it’s function definition must specify the parameters it needs. When a function is called by a client code, the client caller must provide the same number of arguments as specified in the function definition. if there is any mismatch in the number of arguments passed then what was expected then the python interpreter raises an error. The examples below executed in the python shell show the errors raised when there are issues with the arguments passed to a function call
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Observe that the number of arguments to pass are compulsory but the types of the arguments are not. Although passing an argument of a different type than what is expected would most likely end up raising an error.

Python also allows it’s users to define functions that take a variable number of parameters. Functions that take a variable number of parameters can be defined with the following types of arguments. We’ll discuss each of them in the following section.

1. Default arguments
2. Keyword arguments
3. Arbitrary arguments

**Default and non-default arguments**

Python allows to assign default values for function parameters A default value for a parameter can be given with the “=” operator. When a parameter is assigned a default value, its argument can be skipped in the function call in which case the default value provided in the function definition gets assigned instead. In the example below we create our own range function that in turn calls python’s standard range function. This example illustrates python’s default arguments.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | def My\_range\_func(stop, start = 0, step = 1):  """  This function in turn calls  the standard range function  and returns it's result as  a list  """    li = list(range(start, stop, step))  return li |

Now when this program is executed, try making calls to this function with different parameters from the python shell. Observe that the function call can be made with one, two or three parameters, this is because the second and third arguments are default arguments are default arguments and when their values are not provided they assume their default values. Here it is necessary to pass a value for parameter stop and failing to do so would raise an error. For illustration there are some function calls to the My\_range\_func() given below. These function calls where made from the python shell.
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Here the parameter start does not have a default value and is mandatory to provide in a call. Default values 0 and 1 are provided for parameters start and step and so they’re value can be skipped in a function call but if provided they overwrite the default values. Any number of parameters in a function can have a default value but it must be made sure that all default values are pushed to the right of the parameter list. This is needed as without it there would be difficulty differentiating between default and compulsory arguments in a function call. To ensure this the python interpreter raises an error when it encounters a function header that doesnt have all default parameters pushed to the right. An example is given below.

|  |  |
| --- | --- |
| 1  2 | def My\_range\_func( start = 0, stop, step = 1): # This raises an error |
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**Keyword and positional arguments**

When a function is called by passing arguments to it, the arguments are assigned to the parameters based on it’s position in the argument list which is from left to right. For instance in the above function My\_range\_func() when (20, -3, 2) is passed as the argument list, the assignment occurs in the following order.

1. 20 gets assigned to variable stop
2. -3 gets assigned to variable start
3. 2 gets assigned to variable step

These arguments are positional arguments as the position of the arguments matter in the function call. Python allows re-ordering of the arguments that are passed if the arguments are passed as keyword arguments. When function call is made with keyword arguments the arguments can be passed in any order. The general syntax of argument list when passing arguments as keyword arguments is given below.

<function\_name>(<ParamterA> = <value>, <ParameterB> = <value>,...)

The following are calls to the previously defined My\_range\_func() function and they are all valid.
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A function call can be made with a mixture of positional and keyword arguments but in this case the keyword arguments must be pushed to the right side of the argument list which means there should not be any positional arguments that follow keyword arguments in the argument list of a function call. The example below show a valid and invalid instance of making function calls with combination of both positional and keyword arguments.
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**Arbitrary arguments**

There are many cases where the number of arguments that will be passed during a function call is unknown. An example of this case is a function that simply prints every argument it receives,but the number of arguments it is passed is arbitrary. An arbitrary parameter can be specified in the function definition by adding a ‘\*’ before the parameter which says that this parameter is a tuple, this tuple will contain the arbitrary number of arguments that will be passed. Lets take a look at an example that illustrates arbitrary arguments in python.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | def sayHiTo(\*people):  """This function says hi  to everyone in the people tuple."""  # names is a tuple that contains all the arguments  for person in people:  print("Hi " + person + "!")  sayHiTo("khalid", "guido von rossum") |

The above program defines a function that takes an arbitrary number of arguments that is available to the function through the “people” tuple. “people” tuple is a tuple that consists of all the arbitrary arguments that are passed to the function when it’s called. “Hi <person name>!” is printed for each element of the “people” tuple. The output of the above program is given below.
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### Recursive functions

We already know that functions in python can call other functions, which means there also can be a case where a function calls itself. These kind of functions are called as “recursive functions” as they are defined in terms of themselves. A very common example that is used to explain recursive functions is the factorial program(program that returns the factorial of a given number). The factorial of a number is the product of all integers from one to itself

For example factorial of five represented as “5!” is equal to “1 \* 2 \* 3 \* 4 \* 5”. Lets take a look at an example that defines a recursive function to return the factorial of a given number.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  1819  20 | #========================================================  # Python program to calculates the factorial of a number  #========================================================  def factorial(x):  """This is a recursive function  that calculates the factorial of  an integer"""  if x == 1: # recursive calls terminates when this condition is met  return 1  else:  return (x \* factorial(x-1)) # The function calls itself  while 1:  num = eval(input("Enter an number: "))  if num == -1:  break  print("The factorial of", num, "is", factorial(num)) |

In this example the factorial() function is recursive as it makes a call to itself in the function body. Whenever the factorial function is called, it recursively calls itself decrementing the number passed as an argument each time until the terminating condition is met that is “x == 1” The results are continually evaluated from the last call to the first and the result of each function call is returned to it’s client caller until the initial call is reached. The a possible output of the above program is given below.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANcAAADzCAIAAACaIhTCAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAALN0lEQVR4nO2dP3bivB6GxT13KZAihxWQFcA0qdKmM2Vovm7KdNNAGbppU01zYQVhBZwUA3vhFviPbAtbxqDXfDxPMxliI8m8tkX0O356h8PBAEj5j7oDAKQQOgApBD2kMGU97U3X6k7cJ8UUrqc9i+pPZb944nM7j/3iqf743g+Oa2G0OiR8jMP36N/Petp7Nb9385G6I53B5468nvami+PJ2+s9LfYmPpcHs41ZTuyX05M8d6Ln9q88/+0rcbKdo3X/fubus8m1e794elospr1eL/7H6lPSg6yhRiNaTz2ucOOPw9dbv3qb+8KRwiRY9kexnH3/PBwOh1W0mf1aG9N/+zocdvNReuE8Htb1dHDc7nA4rMzE2v/T/D6+Gi3/nP6Qxh/JVXg3307ST7PY+ml8t9zMvp8Pq2gz+3zc7eaj7d99PPQ/z8fWzex1sb/AiMCHyjtydsZGq+PNefBYdRvZ/91mGZ4s7ff8Gb/V+KPyNp9eDAezjd0jn9YbbRk9j40xZvTyw74oJbv3f7yMNt+75iMafzCPOYOLfkfefW9G8106q2x831lPJ9t4/47MmtqOCLxok8L+w9Ak9zJjjDHj59pbZhX7v9vkx/Uv+1rYkmMf94tX7/dc/5ptoudx8xF5zQuhSOW8sO54jv+Zm9nAmkKOP3bzrWNa6Uf/7We0Ob7f++M8arRvfR8Hny+175kMfbKd74731XYjcnOcdmTf7Uhtj2oGkMPaCeghhaCHFIIeUgh6SCHo8V1Hbv3HhGw59jJ/7mjeeO0Y0oWbFqO9wjD9On/T5FJoLdxf+lCuf81MvAjRfP0hUAnZ+KP1oo3vMINVdt1GCVkuhf23r3iBPllMvtSK1f7v1gwfZKtf/bevIMu7fsNsWNl1fudvpoTMe17oV/JU5riVVQQWb+sq4iq8HldhtSwhc95nT7XuS6n1U8N00aCyyz1JsFqvvFndTgnZwUF2LUz+m1TarCLrp3SbVWRya/5l7CKwit9lb1+9924+Slu0fl5FJn05P4bT7Rd/U9XT6tb9dm7S0IktCx/P5RqS4XktLFVMnS558sVRxLX+sxzN/6m/9+z/97lJK6v6bz+jzfcu6WirEjIvKloPw+BxtJx0fq7XhHP/UnPbRVzdKyFrQjx9f/5zA987/Dg3hVcp4ho8jpxvWiwh6/94GS3f0wni+3L0OGjfui9tW78U44/Dbj76dxR6u27T5Xlh8l97jmFfRWqmhY65ySpKd51bzdlvWpjX5VtK97fadk2Yite6bH5bbN29pRtX685hVu9c15CzS7kXK1vzb0gMlV2ghxU80EMKQQ8pBD2kEPSQQtBDCkEPKQQ9pBD0kELQQwpBDykEPaQQ9JBC0EMKQQ8pBD2kEPSQQtBDCkEPKQQ9pBD0kMIUbIwysDEqkD5Gr4NgYwzPfvEaW80y09l9g40x36cQNsb+21d8evcfhib0U266CDZGpY1x/3ebGPnuGmyMOhvjejqYDVfMerAx1nA1G+N+8dSbmBUzb2MMNkY3V7Yx7hdPg9mQCKZgY7QJYmOMT4fsMPPXLp7ZBXpYOwE9pBD0kELQQwpBDykEPdgYM7AxqsDGmBHOxhjslLyREjJsjJfEb5gNK7vO7/ztlJC59BMu30nizshL32IqRBqla4ulvHPtbr0erRy7j8oLzbaPL5qnrxcbOtFKofN+ypJS66eGWcMJ8V+5nyUNYOFwtG1ICzZGlY3Rf/uWNsZzOhYYbIw6G+O5lV2NbYydLyHDxqgpIWtT2dXIxngTJWTYGAU2xstUdnnYGG+mhMx1m8bGWGjedYRcI/eafjX4ItPOxnjmNyYBVHaBHlbwQA8pBD2kEPSQQtBDCkEPKQQ9pBD0kELQQwpBDykEPaQQ9JBC0EMKQQ8pBD2kEPSQQtBDCkEPKQQ9pBD0kELQQwpTsDHKwMYowDrInX6UVjCwMQpIRWtdf5RWKLAx5vsUwsaYR/hAvc6AjVFiY4zDPvh82XG/wcYosjEmp9vP7wFTa2yMNVzNxhgzfo7yKsH7BBujiyvbGK3t/ywLl+O7BBujTRAbo/0d7P1xd+nL6y3CM7tAD2snoIcUgh5SCHpIIeghhaAHG2MGNkYV2BgzgtkYg1Z2pY11uIgMG+Ml8Rxms8quFp3fL55674+766w+XhDveaFfyVOZ41ZWEVi8rauIq/B6XIXVsoTMeZ891bovpdZPDbOeytS6JwlW69Wlbr9mZv67u+HLcElQsDFWjeUSNsayYbWmvXNsjLv5aDRfJTMMX3uoAmyMEhtjq8quBjbGzew9KYMcdriqGxujtITsrMquBjbGUXpDHj+f7S69PtgYBTbGjDaVXbU2xv6PF5Mczpb9vDau2zQ2xkLzriPkGrnfvNAS1XtMp0td8rYx5rftrIrxgI0RugAreKCHFIIeUgh6SCHoIYWghxSCHlIIekgh6CGFoIcUgh5SCHpIIeghhaCHFIIeUgh6SCHoIYWghxSCHlIIekgh6CGFKdgYZWBjlHF82gwH0GBjlLGeDj6HUSfUQnqwMeb7FMjGuJ5OtvPf/zzWbngfYGMU2BiPGbyFJ7oFAhtjcBvjejoxqw4/0lIANsZKLm9j3C/el0mwkylNh5/1GwZsjC6uaGNMntqcnGrRqtPP+g0DNkabMDZGKMIzu0APayeghxSCHlIIekgh6CGFoAcbYwY2RhXYGDOC2RiPhKjsOn1SdKquDBvjJWkwTP/KrvM7v1+8xqUYRe1jx+rKsDFKbIy+lV3tbIz9t684vf2HocnUT92rK3NJULAxVo2lvY0xOV6em59rYzzxFg1bDwE2xuA2xtaVXQ1sjEmLg9kw/gQ7WVeGjTFw6xeo7GpgYzzevSdmFZ+SHa0rw8YY2MZ4ucquWhujMfvF02A2XGV3ha7Wlblu09gYC827jpBr5A2nWrWbt7Mxli7z+Y07NC+ksgv0sIIHekgh6CGFoIcUgh5SCHpIIeghhaCHFIIeUgh6SCHoIYWghxSCHlIIekgh6CGFoIcUgh5SCHpIIeghhaCHFIIeUpiCjVEGNsbw5B+NxhE05r/ll6IVFsarw0G2wcaY71MgGyPkwMYosDEaUzp77xtsjMFtjNbDYnZzMxtw6cTGWM3lbYw5+j9eRnmV4H2CjdHFFW2MpXYKl+O7BBujTRgbY/Z9Z7Kd77rw4DY1PLML9LB2AnpIIeghhaCHFIIeUgh6sDFmYGNUgY0xI5SNMWRlV9zWCYGZ9fFKrxLYGC+J/zCzxfrabp3f+fW092p+F84rp6LxaIc6vvryGX5p26WfcPlOEsNHXvoWU6HNOCXdWEWll4qvRyvH7qPyQrPt44vm6evFhk60cpYFpNR6jVuktLOnaMTZebuxOtFMZXOpdtASGR7fO7AHBRtjeBtjE12R610b2hhPdir9RfrD8QDOaz/OS4ONMbiNsXVlV2MboxNb0Ri/0JuY1eHr7aHV+54DNkZlCdl5lV2NbIxO8opG038YmuXk/XF3+BhL5vDYGAPbGHO0quzysDE6KSkajRk/R2nBb1rVFhLXbRobY6F51xFyjbzxvNBjOl3qkreNMfcdLNn41Neo8hEOCJVdoIcVPNBDCkEPKQQ9pBD0kELQQwpBDykEPaQQ9JBC0EMKQQ8pBD2kEPSQQtBDCkEPKQQ9pBD0kELQQwpBDykEPaQQ9JDCFGyMMrAxdgfX87Xug0r3E8LAcDifr3UvYGPM90lmYxx/XFosdUNgY9TYGMEGG2N4G2Pumo8U1GBjrOFKNsbsmn/Ht2ELbIwuQtkY4Qg2RpswNkYnx5t09oXvrqLMM7tAD2snoIcUgh5SCHpIIej5P37S+jQWT7zqAAAAAElFTkSuQmCC)

The following illustration shows the method of evaluation when the factorial() function is called with 5 passed as the argument.

factorial(4) # initial call with 4

4 \* factorial(3) # second call with 3

4 \* 3 \* factorial(2) # third call with 2

4 \* 3 \* 2 \* factorial(1) # fourth call with 1

4 \* 3 \* 2 \* 1 # fourth call returns 1

4 \* 3 \* 2 # third call returns 2 \* 1 = 2

4 \* 6 # second call returns 3 \* 2 = 6

24 # return from initial call 4 \* 6 = 24

# 24 is the value returned by factorial(4)

Recursive function calls can be easily understood in terms of pushing and popping elements from a stack, where each call to a recursive function is pushed to the top of the stack. After the last insertion to the stack has been made the elements of the stack are popped one by one till all the elements have been popped. Before popping an element at the top of the stack the function is evaluated and the if there is a any value returned by that function it is returned to it’s caller in the next top of the stack. This order of evaluation continues till there are no more elements in the stack and the if any value is returned by the last element of the stack it is returned to the initial caller of the recursive function. Lets try to visualize this with the function call factorial(3).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmsAAADfCAIAAAAm6gP5AAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAXAElEQVR4nO3d34sb537H8e9ox01DyMr1H2A4lSDQvSilLA2WTjYjUiiHZv+BQndLJcIpppZIKISyvYh7aOH0IDmYBneUeA296G03vSg00bip5JuF9sqmBs05xrk3K4eQPbVW04vRj5FmRtp9RiPNSu/XlVfPzHxG8zw73x2N5rHW7XbFx3EcEdE0zd80s1VEXr58ubm5qbAuueSSSy655F6W3FRYKgAAmELf2Njwv3p2diYigU0zW0UklUqprUsuueSSSy65lyWXa1AAAFRQQQEAUEEFBQBABRUUAAAVVFAAAFRQQQEAUEEFBQBAhe4+1DLBnW0hsGlmq4j0ej21dckll1xyySX3suRyDQoAgArmJCKXXHLJJZdclVauQQEAUEEFBQBABRUUAAAVVFAAAFRQQQEAUEEFBQBABRUUAAAVVFAAAFTonU7H/2qv1xORVCq4vk5vFZHT09OwpihbJpdccsld1dyrV6+GLYn5Ojk5cf8RvX/1dDrtb4s4B4SIBG424pbJJZdcclc4151qFbHSNG142JmTCACA5aCCAgCgggoKAIAKKigAACqooAAAqKCCAgCgggoKAIAK3X2oZYL7WFJg08xWEen1emrrkksuueSSi1gND3v0/uUaFAAAFXrghAsR59pIpVJxzOJBLrnkkrsOuYjV8LAzJxEAAMtBBQUAQAUVFAAAFVRQAABUUEEBAFBBBQUAQAUVFAAAFcxJRC655JKbrFzEijmJAABYMuYkIpdccslNVi5ixZxEAAAsGRUUAAAVVFAAAFRQQQEAUEEFBQBEY1U0rWIpr27X8/m6PX37ETYfHyooAKwOq6K5ppckn5lFLKrBjvlTrEr2cP9BMTO+5NhyRrUhhXj3TwkVFABWhV0/ODbbjuM4TnNUkuJnVB2nasxcxGmbucnXrUrh2BzWT7ue1452nUbZv3pju7SXtBrKnETkkksuucnKVff8cWt711s5rYpWqLn/LDeGRc6u57OllohIzmw3DWvwU1Yr9V8rZiaX6r+yJ/vbpVJt9OJwKc/2Q2KDWEe18m1nuMuZYtMREevIv6Rx05Q9yy5mov5lwJxEAAAPu57XNK1Qk1pB07ThXUmj6vQ1pNB/zapkD/fdC1WnWcxIpth0nLaZy41dvXqWau8fZge3IVulx7vu9rZLdy1xa54zedEYFBvIOqqVd6dfvA5lMtutQytRV6HMSUQuueSSm6xcFZli0ymKVdGOdr3XfKPrSBEp74r4rvpC2PZxbv+mu1TG2M8d2rYYIpIzb7pbN6pOeOULiJ2D61u+z4BVMCcRAGAWu75Xkv6Vpf/W4qWLff64tR35M9y5ooICwApza45dP+jfl5TrW7naQdBXclqPn49+8H5kat0tXbh0+WKDGbvl2tE5n1Ox7ePc1vUL7UXcqKAAsKIyxdtl977onuyXhy82G9ul7MSzJaNF+68Z1eFShWOzHfptIPfZk8EN2HzdDo5179NmS61WKat5Hh41dstj9Xy4uVYpO/5Ii3W3JPtGoi5BRXO/UDQh4uf7nU4nnU4rrEsuueSSu565mhZ8Nl4DVkU72GrPePrmXAudg/c4cx8UAHCpGdX2/uH0Rz2tSkEaC33C9Xz0Ze8AAGC9ZYrN5tQFpn7xd4m4BgUAQAUVFAAAFXqn0/G/2uv1RCSVCq6v01tF5PT0NKwpypbJJZdcctchF7EaVr3o/asHfgkt4nfMRGQp320jl1xyyV2BXMRqeNj5Li4AAMtBBQUAQAUVFAAAFVRQAABUUEEBAFBBBQUAQAUVFAAAFbr7UMsEd+r6wKaZrSLS6/XU1iWXXHLJJRexGh726P3LNSgAACr0wAkXIs61kUql4pjFg1xyySV3HXIRq+FhZ04iAACWgwoKAIAKKigAACqooAAAqKCCAgCgggoKAIAKKigAACqYk4hccsklN1m5iNUc5yTSY9lBAJFdu3Zt2buwLrrd7rJ3QURE07Rl7wIuhjmJyCU3obky+DsXsdI0LSHjiu5eAG93MycRAADLQQUFAEAFFRQAABVUUAAAVFBBAQBQQQUFAEAFFRQAABXMSUQuuQnNxcIkbVwhVnOck4hrUAAAVDAnEbnkJjQXC5O0cYVYMScRAABLRgUFAEAFFRQAABVUUAAAVFBBAQBQQQUFAEAFFRQAABVUUAAAVOidTsf/aq/XE5FUKri+Tm8VkdPT07CmKFsml9y1ysXCBJ4GZXnjCrEadnf0/tXT6bS/LfpcKoGbjbhlcsldt1wsRtLGFWI1POzMSQQAwHJQQQEAUEEFBQBABRUUAAAVVFAAMbAqmlaxlFe36/l83Z6+/Qibx1Ks3qCgggIrzqporulnH5+Z56uoBjvmT7Eq2cP9B8XMxILeJY1qQwrx7l9iXKAHrcr5joldz/e3ebGSk5xBMXgL3v1f/KCgggIrza4fHJttx3Ecpzk6+8TPqDpO1Zi5iNM2c5OvW5XCsTk6Vdr1A2k4juO0TSntjdXQbe/Pqyrs/fsWy2v5umztZ57PvtKz7pa2G47jODM7aa7mNyisirYnD/zLLXpQpM6CuEc2sGlm69nZWa/XU1uXXHLJHZrPr/jzx63tjLdyDi9oxk6zo2uSfN12f8qWWq1SduyCYHyp/iv5en38umG4lPc0HhwbxDqqlW97in2m2HTPuhljf/yEadw05dCaw9lyKf07Ma5Cdy78/U8u5jyQg1KpcLQ7q07Z9nFu67rnhfkOCrEqWqU+PgrmPCiMatgfhOcYFHPsX65BgRXlnrMKNakVvOcoo+r0NaTQf82qZA/33QtVp1nMSKbYdJy2mcuNXb16lmrvH2YH57xW6fGuu73t0l1L3HO54zTKY3sTFBvIOqqVdwPP/7Z1OPHXQCaz3ZpLCb0U/O9/rLWe1/bktmk2do+mFCSronnrYL/ozX1QSO1QHjiO47TN44O6Hd+g8FvooNADJ1w4izbXRiqVimMWD3LJXavcqDLFplMUq6Id7XovSex6Pltq9X8o74r0/8B3Zn3Ea9vHuf2b7lIZYz93aNtiiEjOvOlu3ag64Se5gNiLsSrZ0nZjIuH61pSrsvNL2rgKEvj+PQbdnbeNpuOEbsaoOk7Vruf35EFz7J7iHAdFRkQGV4yZYrMZvnbUQRFo5qAYHvbo/cs1KLBO7PpeSfoXERMXBEmOtSpa4dhs+z6b9H1GvaLC3r+PUVW4231JB0WYRQ4KKiiwbtzTi10/qPVfuL6Vqx0Effui9fj56Afvp2PW3dKFz1K+2GDGbrl2NPaBnl3PF47NdkBp8N3PW0nh73+OLtugCLfYQeEE6Xa73W43sGlmq+M4JycnauuSSy65Q2G/nhfTKEu5MfGCiIjkTNPTNLoGGNzm8r6Y810pDF7x3BfzJYwt6Y+d+CLlaC8bZe9OTH7f0vNuxhdUNeU4L3Jche3GlPevzNdr8x0U/kE370ERvtzMQeE9ztH7V3OCPjGP+Pl+p9NZyv91QC65q5SracG/nmvAqmgHW7Muus610DlMOc6LHFdr3N3nM6dB4T3O3AcFsHqManv/cPpTfValII2FPuGK5UrkoNAXFwUA5zT1K5wiM774i5WUwEHBNSgAACr0wLkw3I+Jw6bJmN4qIu5cGwrrkksuuVi8pI0rxGp42KP3L9egAACoYE4icslNaC4WJmnjCrFiTiIAAJaMCgoAgAoqKAAAKqigAACooIICAKCCCgoAgAoqKAAAKpiTiFxyE5qLhUnauEKsmJMIAIAlY04icslNaC4WJmnjCrFiTiIAAJaMCgoAgAoqKAAAKqigAACooIICAKCCCgoAgAoqKAAAKqigAACo0Dudjv/VXq8nIqlUcH2d3ioip6enYU1RtryGudeuXQvbMuboxYsXCRxXIqJp2pRWzEvgaVAWft6guxdj2N3R+1dPp9P+tuhzqQRuNuKW1zPXnX0R8dE0bXNzM5njit5fAE3TEnLeoLsXwNvdzEkEAMByUEEBAFBBBQUAQAUVFAAAFVRQAABUUEEBAFBBBQUAQIXuPtQywX0sKbBpZquI9Ho9tXXJ9bdiARzHSeC4wsIk7byBWA0Pe/T+5RoUAAAVeuCECxHn2kilUnHM4rGeuVgATdMSOK6wMEk7byBWw8POnEQAACwHFRQAABVUUAAAVFBBAQBQQQUFAEAFFRQAABVUUAAAVCjOSfTwwyt/+OnYizfuPf3mzzPuvy8yh8vDD/W/+Z3BqmG59ufvvPXkk1f/sDNlr9zcr8vae3fG9+Z870i5VZiT6PJjTqI1x5xEa2WOcxLp6ntx66vuL95VXz0Wv7KPfcUTAIAYpDaCaJrmztIS3iqi+dd9dn9H/+j+/Z9cu6br+s79Z998pOu6rusffTNs/eKLnStX3NaNjWf3d967I48+eGvn/r98pO/c/6Wb++z+zs79Z94NpzTRfvXFzpUrV67oo6Zn93d0T8Czf/7J73/w6NEHb/V/9LZqmqb98osdfWdnZ7j4qP0/Z7/f0NaNjQ13bhHVIzmtddnDY10sq3+n5y77qKyRpfTvxLha9jFYI3Ps3/nfB60dymcnJ06j3CplD7bajtM2c7WDuu223vngySfdrtM2pbRXtzPFZqMsObPdLP7Jbrl1+NAWEbGtQ9k3Ji8ja6Unn3S73afumiJiVbKl7YbjOE6jXCvk63bmT//9f8yclBtO1RCrki2J2R60ft7Pb23fdpxB+3Dt994ZtAMAcD4RKmitoI3kByVScvvGj0Tk+lZOyreLGZFMZnu00o17f/GuiGSKt8utQ8tbtozdcuvJtxJWQCVnjq9pHdWkvGuIiBg3zVzr8XPv0rZ93I93Wx+4xVlyW9dFRCbWvvHoybfqBwIAsI4iVNBywxlpFgclbzsz7SbklFZjt3zny4diPwwsoIFrDop4ttSSY9tbj58/bg3/7S3h3q2M1n40sTYAALMs+mmWQaWy7WNfm7F7686Xnz98EFhAg9bMme2gGi7iXgIPBGWNr93t8uUjAMDFLLqCPnI/TrWtw1bOVyiN92/d+eCD4AIq/bukwzWN3XKrdNcSEbHreU2rWN6lM5lt6d99te6WWrm9d8e3Ob62rn/4cF7vEC6rMtknF2LX86M7AyHbj7B5JATDZK2sXnfP6z7oeY/Lre0nb+m6li1tN9yLxutbuVYp2z8s775/S27sBRZQKe/Ln+m6/tZwTaPaNo8L7sewYrarxtjiRrVtSimraVqhVm40fZeYY2vfe5q453LmyKr4blafy8zhGtVgx/wpViV7uP+g/6mCXc/7b7eLUW1IId79S6zgIxLCqpzvKI02erFzUFKGSfA7WIVhQncPWpLY3U6Qbrfb7XYDm2a2Oo5zcnIS9HLbzMmtr6at+9UtuXHv6bxzZ68bz/udQ25YB11A28yNfdq9iDUjprjfzw5YdrIhdMELEZFkjqtz9P7UI9A2c5IzG6bZaJQnvrcQuKUZS4SnJGOYNMr9Hyff7axhMuU4L/K8QXdPTYmlu6P3r3SDvHr16tWrV4FNM1u73e6LFy+CXn5674b85X+Erfv03g2RG/eezj939rrxvN855M6hgvp+VRrl4Z9Pnoa2ObhxnDPbnp9Gr/mX6r+SM83y2IvDpSbGdUBs0O9K6C93231WaerKCkQkmeNqdu/7j0jQEjNPp07AkZzvMHEaZSmb4+MirmHib5oxTNw/oRbfvxPjiu6esn8xdXf0/l1kBY265TXMnf1LNcXkgPcNwNHIC/yzLei3zPtLU24MQkZb8WSEDvnxhqCUoD0NfQuRS+ilrKChR8TjnBclnrPY2FnQ0x55mDiNsvcPLM8K8xwm/h0IfcXrElRQujue7o7ev8pzEiVxDpfVy5UoMsXm2NDr3yke3T4o1PpLWke1/sOz09j28fDbXxljPzf4dnTOvOlu2ag6E3ejvWv7Y8/PqLq/GVKYuGvj/c51BMkcV0pHxCNTbDrNojw+tK9XnfCuMapjp6z+l9rnPkwGz2dLpthshm4l0jDpb6BwbD4YD5g5TJbSvxeYk4juDt9AlO6O3r/83yxrxq7v9edq8v01mvxYY7fsf+53+gPIK85/RPyLVMNPYKEu6TCx6/nRlxQ9VmWY0N0T6y+/u6mga8gdXXb9YPBn3/Utz8SLXmMzPWUy28N5pKy7pQsPUl9sMGO3XDsK/jvbOqqNPwNl28eDWabWk++IzNGlGyb9mTr9V18rM0zobo+EdHfgJ8Xu57xhnyNPb3Xa5tvy05CPrNv3bsitr7qeT6rHbo5PbHnixvmM3NF32wbredaP8o7OnTvnLc+4NXJOod8kypmmp2n0J+D4TYvx1/xLBd21H/9z0vONufHYifu0o72cuI0RuGtBCyqSS/dd3PAjoiz0qyXzGSZB97FiGyYB+3epv4tLd/cXnX93R+/fRT7N4l03+F1SQSdap/xur7Rzlcb51M/LWEHhmtMwSXoFhSuG7o7evzF8imvX/+jqx5Z7k7hSGTzN797/tj9/R//woV3PF2riTqRg1/ODe+NWxf3PxmY85GuNb9LzwtWrHzP9yEowqu39w70Zs48UxH8HBOuEYbJWEtndMd8HrR1vtd2/C7yfqHv+U7PhW7Xr+cLxvafdbrc79t+hTbA/zxek/3jRcaFi9b+L5X5t+tO3PwtbD5fM1G/wicz44i/WBMNkrSSwu/V4N9+/7W3sliVwdveRTLHpFM/OzmTiv0MbZz980Cr/rTFYQUTEaDrF/iZ+9Hvz2WsAAGaK+Rr0Il/Msipa/1Pc8EeDvn3yKGi9vvc/U9tLAAAuTO90Ov5Xe72eiKRSwfV1eqt890NPzr7vdL774Ux+/b27/e9/LWc/fNfpyOmZ/N/3LzudwQvDpf7t40Ltp//64mc/Fkm1/vrqz374rtMRzxbc3N/67T+Q//3eu8//9XGh9tMvT/7uxyLy9V9d/bl3Pc8eRHlHM96vyOnpaVhT9FwswMuXL5fVv1NysTCBp0FZ3nkDsfLWFInWv3o6nfa3uZ+mhk2TMb1V3nw9JRtvpNNvvr4hr73hbv+N12Tj9TfTafnNDfmNNzbT6cELw6XkNRF5Y3NzU+z7f/+ZbJhvptPi2YKb+7tbb8utr//7H//YELuezx7ut2+/JiJvpNNpses//6fx9Tx7EOUdzXi/IiISeBgjbtltxQJsbm4uq39nTEaDhVhW/4blIlbemiLR+jfm+6Ch+v+pmbQf9F8wbpq57Ht6TeSG2TBzhcfPRQIein33F21zJ+tOd1duOMWM2GYuW9BqIjnzy0/ffj9kPQAA5ktzn4+ZEPFvq06ns5S/6VYvV9f1wA7CHGma1u12EziuNC341xPzNeU4L/K8QXcvhvc4R+9f7sEAAKCCCgoAgAoqKAAAKqigAACooIICAKBCD3zo0P2qUtjziNNbRaTX66mtS66/FQvgOE4CxxUWJmnnDcRqeNij9y/XoAAAqNADH3aJ+JxTKpWK4wmq9czFAmialsBxhYVJ2nkDsRoedp4HBQBgOaigAACooIICAKCCCgoAgAoqKAAAKqigAACooIICAKCCOYmSnosFYE6iNZe08wZiNcc5ifRYdhDzo2nasncBS0PvrxW6+9JhTqJE53a73fP/H/dzzJ3Suoa5yxpXJycna3Wcl5ibhPOG9zOnVT3Oq5fLfVAAAFRQQQEAUEEFBQBABRUUAAAVVFAAAFRQQQEAUEEFBQBABXMSkUsuueSSS65KK9egAACoYE4icskll1xyyVVp5RoUAAAVVFAAAFRQQQEAUEEFBQBABRUUAAAVVFAAAFRQQQEAUEEFBQBAhd7pdPyv9no9EUmlguvr9FYROT09DWuKsmVyySWXXHLJTU6unk6n/W0R54AQkcDNRtwyueSSSy655CYn9/8BvattJlmJKBQAAAAASUVORK5CYII=)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

**Advantages of Recursion:**

* The use of recursive functions make the code more elegant and readable.
* Recursive functions can be used to break a complex problem down to simpler problems of a repetitive kind.
* Generating a sequence is easier using recursion than using nested iteration.

**Disadvantages of Recursion:**

* Sometimes the logic of recursive code can be hard to follow or understand.
* Recursive calls take up more memory than it’s iterative version.
* Harder to debug

### Lambda functions

In this section we’ll take a look at what lambda functions are in python and some examples using lambda functions.

Python allows creating functions without a name called lambda functions. Like normal functions are defined using the def keyword lambda functions are defined using the lambda keyword. Lambda functions are also called as “anonymous functions”. The syntax of lambda functions in python are given below.

Lambda <arguments>: <Expression>

Lambda functions are allowed to have any number of arguments but can have only one expression as it’s body. When a lambda function is called the expression is evaluated and returned. Lambda functions are used whenever function objects are needed. Let’s take a look at an example that defines and uses a lambda function.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | # Program that defines and uses a lambda function that  # returns the cube of number  cube = lambda a: a \* a \* a # Defining the lambda function  num = eval(input("Enter a number: "))  print(cube(num)) # Using the lambda function |

In the above code lambda a: a \* a \* a where “a” is the argument and “a \* a \* a” is the expression that is evaluated and returned. This lambda function has no name that’s why its called an anonymous function. The identifier cube returns the function object that is assigned to it, so it can be called a normal function.

The statement

cube = lambda a: a \* a \* a

Has the same meaning as the below function definition

def cube(a):

return a \* a \* a

Lambda functions are usually used when a nameless function is needed for a short time. They are generally used as an argument to functions that take other functions as parameters(higher order functions). Lets go through two examples that show the practical use of lambda functions in python.

**Using lambda functions in the filter() function**

The filter() function in python takes a function and a list for parameters. The provided function is called for all the elements of the provided list and a new list is returned with all the elements that returned true when passed to the provided function.

The example below shows the calls the “filter” function to filters out all the zero’s from the provided list and returns a new list object with only non zero elements in the provided list.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | #==========================================================  # Program to filter out zero's from a list  #==========================================================  my\_list = [10, 0, 7, 76, 0, 0, 39, 87]  li = list(filter(lambda a: a != 0 , my\_list))  print(li) |

The above program prints the output given below when executed.
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**Using lambda functions in the map() function**

pythons map() function takes in a function object and a list object as it’s arguments and returns the a list object containing all the values returned by the provided function when it’s called on every element in the provided list.

The example code below makes a call to the map() function to return the square of all the elements in the provided list.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | #==========================================================  # Program to square all the elements of a given list  #==========================================================  my\_list = [1, 2, 4, 8, 16, 32, 64, 128]  li = list(map(lambda x: x \* x, my\_list))  print(li) |

The output of this program is shown below.
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### Global, local and non local variables

Lifetime and scope of variables has already been introduces in the previous chapters, now let’s take a look at global, local and non local variables in detail.

**Global variables**

The parts of a python program that exists at the surface level i.e outside of any internal code blocks like “if block”, “while block”, “function definitions”, etc are said to be the global scope and any variables that are created at that level are called global variables. Variables declared in the global scope can be accessed from any part of the program as long as they are alive. In this example, ‘x’ is declared in the global scope so it’s a global variable and can be accessed from any part of the program this ability of global variable x is shown by by defining a function that uses the value of ‘x’ without it having an ‘x’ as parameter nor as a variable declared inside the function.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | #---------------------------------------------------Global scope  x = 10 # Global variable  y = 20 # Global variable  z = 30 # Global variable  def foo(): # foo's definition, part of the global scope  #---------------------------------------------------Global scope  #------------------foo's local scope starts  a = 0 # foo's local variable  print(a, x, y, z, b) # foo can access global variables  #------------------foo's local scope ends  #---------------------------------------------------Global scope  b = 40 # Global variable  foo() # making a call to function foo  #---------------------------------------------------Global scope |

This program prints the output below. Note that the function foo can read the global variables.
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Take a look at an interesting case where the python interpreter raises an error because it misunderstands what is actually meant.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | #-------------------------------------------------------Global scope  x = 10 # Global variable  def foo(): # foo's definition, part of the global scope  #-------------------------------------------------------Global scope  #------------------------------------foo's local scope starts  x = x + 40 # Trying to change the value of x ---------!  a = 0 # foo's local variable  print(a, x) # foo can access global variables  #------------------------------------foo's local scope ends  #-------------------------------------------------------Global scope  foo() # Calling foo  #-------------------------------------------------------Global scope |

When the above code is executed the interpreter raises an error because, in the normal case when an assignment statement is encountered by the interpreter in a local scope, the name on the right hand side of the assignment is considered to be local variable of that local scope. So when the interpreter encounters the statement “x = x + 40”, it checks the left hand side, creates a new name ‘x’ in the local scope of the function “foo” then checks the expression on the right hand side of the assignment statement tries to access the non existent object associated to the local variable ‘x’. it raises an error because ‘x’ is referenced in an expression before it’s assigned a value. When the above code is executed, it gives the following output.
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To solve this problem of not being able to modify a global variable, python provides a global variable which will be discussed in the sections that follow.

**Local Variables**

A variable that is declared inside a local scope is a local variable, a variable local to the scope that it was created in. A local variable exists only in the scope that it was defined in and can not be accessed outside of that scope. Local variable are created just like global variables the only difference being that local variables are declared inside functions or are arguments of a function call and global variables are declared at the global scope of a python program. The example below creates a local variable inside function “foo”.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | def foo(): # foo's definition  #------------------------------------foo's local scope starts  a = "I’m a local variable in function foo!" # foo's local variable  print(a)  #------------------------------------foo's local scope ends  foo() |

The output prints the output given below.
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In the example below the variable ‘a’ that is local to the function “foo” is accessed outside of the scope of the variable which results in an error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | def foo(): # foo's definition  #------------------------------------foo's local scope starts  a = 0 # foo's local variable  print(a)  #------------------------------------foo's local scope ends  #------------------------------------------------Global scope    print(a) #--------------------------> a is not defined in this scope!  #------------------------------------------------Global scope |

The following error is raised when the above program is executed as the variable ‘a’ is defined in the local scope of function “foo” and is available for use only there, it can’t be accessed by the upper levels. This program raises the error shown below.
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**Global and local variables with the same name**

When a variable is declared in the local scope of a function that has the same name as a variable in the global scope, which variable gets accessed? In such cases the python prefers the local variable over the global variable, so when a variable name in the local scope is accessed that has the same name as a variable in the global scope the object associated to that name in the local scope is returned. The code example below shows an instance of this case.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | #-------------------------------------------------------Global scope  a = 10 # Global variable  def foo(): # foo's definition, part of the global scope  #-------------------------------------------------------Global scope  #------------------------------------foo's local scope starts  a = 0 # foo's local variable  return a # The local variable a is accessed (a = 0)  #------------------------------------foo's local scope ends  #-------------------------------------------------------Global scope  print("The value of 'a' in foo is ",foo())  print("The value of 'a' in global scope is ", a)  #-------------------------------------------------------Global scope |

In the above code, the same name ‘a’ is used both in the global scope as well as in the local scope of function “foo”. When the values of both variables are printed we get different values as the local variables preferred over global if there is a name match
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Lets look back at the previous example where we try to change the value of a global variable inside a function. This causes an error to be raised by the python interpreter, and it’s already been mentioned that the solution python provides for this is the “global” keyword

In Python the global keyword allows modification variables that are outside the current scope. The can be used to create global variables and modify it in the local context.

Here are some things to remember while using the global keyword.

1. A variable is by default a local to a function when it is declared inside the function
2. A variable is by default a global variable when its declared outside a function. It makes no difference using the global keyword on variables defined outside functions.
3. The global keyword can be used inside functions to read and write global variables inside functions.

Lets take a look at some examples that illustrate the use and working of the global keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | x = 20 # x is a global variable  def printx():  print(x) # Since there is no local variable x, the global variable x  # can be accessed  printx() |

This example code produces the below output.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAfCAIAAABicNTLAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABE0lEQVRoge3XuxGCQBSF4bvWIgQOFUAFEhmZmkGoBRhaAIRaggUsFdiBYyDbyzVYUHxg4hlfc75o50Y7/7DLrFFVoZcNPr2BP8GOGG1HVybGS0onz4b0iO/oytlhqaqqdSGLmY9W5cEisn463QZ59dGNfju9YTORzPpFXNRN3FiaKT12ez+6416yydgvonAoUuUm2E6LTPZHnu1e1x39UV6POwOTitXdPHz3xn7MpaMrE5OK1abiMIxkk65Gta67Xyf18Me7LuK7C7BzQZ4vTeohqu1/pKNpdpm3QamHUb4LEfiewWBHDHbEYEcMdsRgRwx2xGBHDHbEYEcMdsRgRwx2xGBHDHbEYEcMdsRgRwx2xDgBiQnj9VfVQ28AAAAASUVORK5CYII=)

Here, notice that as the function printx() doesn’t have a local variable ‘x’, it can read the value of the global variable ‘x’, but the interpreter raises an error when we try to write to the same variable.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | x = 20 # x is a global variable  def printx():  x = x + 4 # try using the value of the global variable  print(x)  printx() |

When the above program is ran it raises the error below,because the value of a global variable is being modified in the function.without using the global keyword it is only possible to read the value of a global variable inside a function
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The global keyword can be used to overcome this kind of a problem where the modifications to global variables from within a function is required. The example below shows how a global keyword can be used to modify a global variable from within a function. To modify a global variable from inside a function this variable has to first to be declared as global inside the function it needs to be used in. This is illustrated in the example below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | x = 20 # x is a global variable  def printx():  global x # Now the global variable x can be modified  x = x + 4 # No error raised  print("This is the value of x inside printx: %i" %x)  printx()  print("This is the value of x outside printx: %i" %x) |

The output of the above program is given below. notice that the value of the variable ‘x’ is the same inside and outside the printx() function. This is because variable ‘x’ inside the printx() function now refers to the same object as the variable ‘x’ outside this function.
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The global keyword can also be used in nested functions, let’s take a look at an example of using the global keyword in a nested function.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  1617 | a = 10  print("a in the global scope before calling foo: ", a)  def foo():  a = 40  print("a in local scope before calling nested\_foo: ", a)    def nested\_foo():  global a  a = 20    nested\_foo()  print("a in local scope after calling nested\_foo: ", a)  foo()  print("a in the global scope before calling foo: ", a) |

When the global keyword is used on the variable ‘a’ in the nested\_foo() function, any change that this function makes to the variable ‘a’ in it’s scope affects the variable at the global scope. The output of the above program is given below.
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**Non local variables**

Non local variables are used in nested functions where the local scope is not defined, so the variable can’t be in either the local nor the global scope.

The keyword nonlocal is used to declare a non local variable in python.let’s take a look at an example that explains non local variables in python.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | def foo():  #------------------------------------foo's local scope starts  a = 20 # foo's local variable  print("a in foo: ", a)  #------------------------------------foo's local scope ends  def nested\_foo():  nonlocal a # Now 'a' is a non local variable  a = a + 20  print("a in nested\_foo: ", a)  nested\_foo()  print("a in foo: ", a)  #------------------------------------------------Global scope  foo()  #------------------------------------------------Global scope |

The output of the above program is given below.
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Here the function nested\_foo() is defined in the local scope of the function foo(). The nonlocal keyword is used to declare ‘a’ to be a non local variable. Observe that when a nonlocal variable is changed, this change also reflects on the local variable ‘a’ of function foo(). This is because the variable ‘a’ which is in the local scope of function foo() is now changed by function nested\_foo().